An Efficient NEON-based Quarter-pel Interpolation Method for HEVC
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Abstract—SIMD (Single Instruction Multiple Data) instructions have been widely used for digital signal processing and multimedia applications, especially video codec. This paper proposes the quarter-pel interpolation acceleration method of the HEVC (High Efficiency Video Coding), which is implemented with ARM SIMD instructions. Data level parallelism is utilized to use the SIMD capability of NEON effectively. Experiment results show that the implementation of the proposed method is approximately five times faster than that of the HEVC reference software for the HEVC quarter-pel interpolation operation.
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I. INTRODUCTION

With the irresistible trend of high-definition video, the next generation video codecs will be expected to achieve at least 4k×2k Quad Full High Definition (QFHD) resolution for ultra-high definition. And now the next generation video coding standard HEVC, developed by the Joint Collaborative Team on Video Coding (JCT-VC), has received increased attention. A number of new algorithmic tools are proposed in HEVC, covering many aspects of video compression technology. One of the techniques to enhance the coding efficiency is the quarter-pel motion estimation and compensation, and the adopted interpolation filter is DCTIF (DCT-based interpolation filter) [1~3].

HEVC still adopts block-based hybrid video coding framework. The biggest block in HEVC is called LCU (largest coding unit), whose size ranges from 16×16 to 64×64, and LCU can be further divided into CU (coding unit), PU (prediction unit) and TU (transform unit). The concept of a macroblock as the basic processing unit in standardized video coding is called CTB (coding tree block), and the nested quadtree structure indicates how the blocks are further subdivided for the purpose of prediction and residual coding [4]. The basic unit for compression, termed CU, is a 2N×2N square block, and one CU can be recursively split into four smaller CUs until the predefined minimum size is reached. Each CU contains one or multiple PUs. According to the technique AMP (Asymmetric Motion Partitioning) [5], the square block CU can be split in one rectangle block of 3/4 of the square width or height, and another rectangle block of 1/4 of the square width or height. Hence the PU sizes can be 2N×2N, 2N×N, N×2N, N×N by symmetrically partitioning, and 2NxnU, 2NxnD, nLx2N, nRx2N by asymmetrically partitioning. So there are a large number of block sizes of PUs, and consequently the quarter-pel interpolation in HEVC becomes considerably complicated.

Nowadays with the development of multimedia application for mobile devices such as smart phone and tablet PC, video codec have become the indispensable part. In fact the data processing operations of video codec are mostly done at pixel level and similar operations are performed on each pixel in the entire block, so it can be efficiently performed for a group of pixels (e.g. 4, 8 or 16) in the packed form by using SIMD because SIMD instructions can process multiple packed data in parallel with a single operation. Most microprocessors available today support SIMD instructions to accelerate their application programs.

In this paper we focus on the design and implementation of the luma quarter-pel interpolation module of the HEVC video codec. To take advantage of the NEON SIMD architecture, the algorithms should be designed well to make SIMD instructions execute efficiently. The rest of the paper is organized in six sections. In Section II, we will describe the NEON SIMD architecture. In Section III, a brief introduction of the quarter-pel interpolation filter and interpolation process in HEVC will be given. The Section IV will present the acceleration method on quarter-pel interpolation in detail. The Section V will provide the acceleration results. At last, we give a brief conclusion in Section VI.

II. INSTRUCTION SYSTEM OF NEON

NEON technology is introduced in the ARMv7 architecture and optionally available only for the ARMv7-A and ARMv7-R architectures [6], designed to provide flexible and powerful acceleration for the low power mobile multimedia applications. NEON technology provides 128-bit wide vector operations, and allows SIMD computations to be performed on packed byte, word, doubleword and quadword integers. It has thirty-two 64-bit doubleword registers (D0-D31) and sixteen 128-bit quadword registers (Q1-Q15) which are composed of two consecutive doubleword registers.
are considered as vectors of elements of the same data type. Data types can be signed integer, unsigned integer, or integer of unspecified type with 8-bit, 16-bit, 32-bit, 64-bit wide, and in addition floating-point number and polynomial over \{0,1\} are also allowed. NEON supports multiple instructions such as addition, multiplication, rounding, shifting and saturation, which are essential to video codec implementation. Fig. 1 shows a typical SIMD computation process, and instructions perform the same operation in all lanes.

### III. QUARTER-PEL INTERPOLATION IN HEVC

In inter prediction, interpolation filter is applied to generate fractional-pel values. Current motion vector accuracy for luma component is quarter-pel, and 15 fractional-pel pixels will be interpolated as showed in Fig. 2. The DCTIF adopted in HEVC is a 2D separable interpolation filter. For fractional positions a, b and c, horizontal 1D filter is used. For fractional positions d, h and n, vertical 1D filter is used. For remaining positions, the interpolation process is separable, first horizontal 1D filter is applied for extended block and then vertical 1D filter is used.

For example, The fractional-pel pixels \( a_{0,0}, b_{0,0} \) and \( c_{0,0} \) shall be derived by applying the 8-tap filter in horizontal direction to the adjacent integer pixels as described by (1a)–(1c). The fractional-pel pixels \( d_{0,0}, a_{0,0} \) and \( n_{0,0} \) shall be derived by applying the 8-tap filter in vertical direction.

\[
a_{0,0} = (-a_{2,0} + 4 \times a_{1,0} - 10 \times a_{0,0} + 58 \times a_{-1,0} + 17 \times a_{-2,0} - 5 \times a_{-3,0} + a_{-4,0}) >> shift(1a)
\]

\[
b_{0,0} = (-a_{3,0} + 4 \times a_{2,0} - 11 \times a_{1,0} + 40 \times a_{0,0} + 40 \times a_{-1,0} - 11 \times a_{-2,0} + 4 \times a_{-3,0} - a_{-4,0}) >> shift(1b)
\]

\[
c_{0,0} = (4 \times a_{2,0} - 15 \times a_{1,0} + 58 \times a_{0,0} - 10 \times a_{-1,0} + 4 \times a_{-2,0} - a_{-3,0}) >> shift(1c)
\]

The fractional-pel pixels \( e_{0,0}, i_{0,0}, p_{0,0}, f_{0,0}, j_{0,0}, q_{0,0}, g_{0,0}, k_{0,0} \) and \( r_{0,0} \) shall be derived by applying the 8-tap filter to the fractional-pel pixels \( a_{0,0}, b_{0,0} \) and \( c_{0,0} \) in vertical direction where \( i = -3, \ldots, 4 \). Equation (2a)–(2c) show the interpolation formulas of the fractional-pel pixels \( e_{0,0}, f_{0,0} \) and \( p_{0,0} \).

\[
e_{0,0} = (-a_{2,0} + 4 \times a_{1,0} - 10 \times a_{0,0} + 58 \times a_{-1,0} + 17 \times a_{-2,0} - 5 \times a_{-3,0} + a_{-4,0}) >> shift(2a)
\]

\[
f_{0,0} = (-a_{3,0} + 4 \times a_{2,0} - 11 \times a_{1,0} + 40 \times a_{0,0} + 40 \times a_{-1,0} - 11 \times a_{-2,0} + 4 \times a_{-3,0} - a_{-4,0}) >> shift(2b)
\]

\[
p_{0,0} = (4 \times a_{2,0} - 15 \times a_{1,0} + 58 \times a_{0,0} - 10 \times a_{-1,0} + 4 \times a_{-2,0} - a_{-3,0}) >> shift(2c)
\]

### IV. NEON-BASED QUARTER-PEL INTERPOLATION METHOD

In this section, an acceleration method for the quarter-pel interpolation in HEVC is proposed for NEON SIMD architecture, by minimizing the number of memory access and arithmetic operations such as multiplication.

Because of the quadtree structure and AMP technique in HEVC, the sizes of PU can be \((4, 8), (4, 16), (8, 4), (8, 8), (8, 16), (8, 32), (12, 16), (14, 6), (16, 8), (16, 12), (16, 16), (16, 32), (16, 64), (24, 32), (32, 16), (32, 16), (32, 24), (32, 32), (32, 64), (48, 64), (64, 16), (64, 32), (64, 48)\) and \((64, 64)\). As NEON supports instructions that can operate on 128-bit data at most, it can process a PU in parallel whose width is up to 8. So NEON can process the PU whose width is 4 or 8, and when the width is greater than 8, such as 12, 16, 24, 32, 48 and 64, we can match up the PU through the combination of the PUs corresponding to width=4 and width=8. For example, the PU (12, 16) can be a combination of a PU (4, 16) and a PU (8, 16), and special attention is required to the read and write address offsets. Now we take the PU with width=8 as an example to illustrate the NEON-based quarter-pel interpolation method as follows. The method for a PU with width=4 is similar to a PU with width=8.

Fig. 3 shows the proposed data arrangement methods for interpolations in vertical and horizontal directions with NEON instructions. For vertical interpolation, different integer pixels of each row are referenced. In order to carry out interpolations using NEON instructions, the pixel data should be loaded in registers. For 8\times8 PUs, 8 integer pixels in the same row can be loaded in a Q register and 8 rows can be loaded in 8 different Q registers, as showed in Fig. 3(a). For horizontal interpolation, the 8 referenced integer pixels are in the same row. We need to arrange the pixels so that the SIMD instructions can be executed efficiently. NEON has a VEXT [6] instruction, through which we can arrange the pixels in one row. Fig. 3(b) shows how to load 16 integer pixels in two Q registers and use the VEXT instruction to arrange them into 8 different Q registers, namely \(Q_0, Q_2, Q_3, Q_4, Q_5, Q_6, Q_7\) and \(Q_1\).

Now all the multiplication, addition, rounding and saturation instructions can be done in parallel using SIMD operations. Many NEON data processing instructions are available in normal, long, wide, narrow and saturating variants. In HEVC reference software, both the source address and the destination address are 16-bit pointers, but the pixel is 8-bit for Y, U and V, so for rounding and saturation operations we need to use VRSHR, VQMOVN and VMOVBL instructions in NEON. The first R in VRSHR instruction means rounding, and the Q in VQMOVN instruction means saturation. With these three instructions, the results are rounded and saturated to the range of 0–255.
The formulas to compute half-pel interpolations are proposed by using the symmetry of the 8-tap DCTIF coefficients, resulting in significant reduction of the multiplications. Fig. 4 shows the 8-tap filtering to compute the (3a) or (3b) for eight half-pel values. For the quarter-pel pixels $a$, $c$, and $d$, the computing processes are similar to the half-pel pixels $b$ and $h$, respectively. So the fractional-pel pixels $a$, $b$, $c$, $d$, $h$, and $n$ can all be obtained.

$$
 b_{ij} = [-A_{ij} + 4\times A_{ij} - 11\times A_{ij} + 4\times A_{ij} + 4\times A_{ij} - A_{ij} - 32] >> 6
$$

$$
 b_{ij} = [40\{A_{ij} + A_{ij} - 11\times (A_{ij} + A_{ij}) + 4\{A_{ij} + A_{ij} - (A_{ij} + A_{ij}) + 32\}] > 6
$$

(3a)

For the fractional-pel pixels $e$, $f$, $g$, $i$, $j$, $k$, $p$, $q$, and $r$, two interpolation operations are needed. In the first horizontal filtering, the results are stored as intermediate values, and in the second vertical filtering the intermediate values are applied an 8-tap filter to obtain the fraction-pel pixels. The intermediate values are 16-bit, so the data processing unit should be 32-bit. Because of the maximum register $Q$ is 128-bit, one operation can implement four fractional interpolations in parallel, and hence two operations are needed to process all the loading data. Fig. 5 shows the first operation, illustrating the computation process of the second vertical interpolation.

The intermediate values calculated by the first horizontal interpolation are stored in $Q8$–$Q15$. The first operation processes the data in registers $D16$, $D18$, $D20$, $D22$, $D24$, $D26$, $D28$ and $D30$ as showed in Fig. 5, and the results are stored in register $D0$; the second operation processes the data in registers $D17$, $D19$, $D21$, $D23$, $D25$, $D27$, $D29$ and $D31$ with the similar process, and the results are stored in register $D1$. In the process from $Q0$ to $D0$, operation $VQRSHRUN$ is used. $VQRSHRUN$ takes each element in a quadword vector of integers, right shifts them by an immediate value, and places the results in a doubleword vector. The $Q$ means saturation, the first $R$ means rounding, the $U$ means transforming signed data to unsigned data, and the $N$ means placing quadword vector operands in a doubleword vector.

Fig. 5 A method of the second vertical interpolation based on the intermediate values following the (2b).

After two operations, $Q6$ which consists of $D0$ and $D1$ stores eight values, and they also need to be rounded and saturated to the range of $0$–$255$ by using $VQMOVN$ and $VMOVL$ instructions as showed in Fig. 4. The computing processes of fractional-pel pixels $e$, $f$, $g$, $j$, $k$, $p$, $q$ and $r$ are similar to $i$. So all the 15 fractional-pel pixels can be obtained.
We transplant the HEVC reference software HM5.2 [8] to the mobile phone operating system Android. The Android NDK allows Android application developers to embed native machine code compiled from C, C++ and ARM NEON assembly source files into their application packages. The Android VM allows the application's source code to call methods implemented in native code through the JNI (Java Native Interface). We use the LG P920 mobile phone as the platform to test our acceleration methods. This phone has a Cortex-A9 MPCore processor with NEON running at 1GHz. Eclipse Indigo is used to compile the Java codes and Android NDK r6b is used to compile the C++ codes in HEVC reference software and ARM NEON assembly codes of the accelerated modules. We conduct experiments in HEVC decoder, and the input bitstreams are obtained by encoding the video sequences with HM5.2 encoder under the common test conditions defined in JCTVC-F900 [9], and the configuration, low delay P high efficiency (LPHE) is used. NDK r6b is used to compile the C++ codes in HEVC reference software for the quarter-pel interpolation. An optimized method for the quarter-pel interpolation in HEVC by using SIMD instructions is implemented on ARM processor. According to the experiment results, the proposed implementation of the quarter-pel interpolation is about five times faster than that of the HEVC reference software HM5.2.

Table I and II show the comparison of actual execution time of quarter-pel interpolation module of the HEVC decoder and the proposed algorithm using the NEON. Among so many kinds of PUs, we choose an 8×8 block to test the performance of proposed algorithm, and the video sequence used in our experiment is RaceHorses which consists of 300 frames. The results in Table I show that each interpolation function with NEON is about six times faster than that in HEVC reference software. In addition, we test all the 8×height PUs, and find that it makes little difference when the height of PUs is 8 or greater than 8, which can be testified by the architecture of assembly codes of each interpolation function. 4×height PUs also are tested, and results show more than four times of speed improvement.

When decoding the bitstreams of the four test sequences in D class, we implement all the interpolation functions of all the kinds of PUs by NEON instructions, and Table II shows that our proposed method is about five times faster than the HEVC reference software for the quarter-pel interpolation.

### Table I

<table>
<thead>
<tr>
<th>Sequence</th>
<th>Time (sec)</th>
<th>Speedup</th>
</tr>
</thead>
<tbody>
<tr>
<td>BasketballPass</td>
<td>3.689823</td>
<td>0.741390</td>
</tr>
<tr>
<td>BQSquare</td>
<td>6.875181</td>
<td>1.396061</td>
</tr>
<tr>
<td>BlowingBubbles</td>
<td>5.130787</td>
<td>1.000368</td>
</tr>
<tr>
<td>RaceHorses</td>
<td>3.222310</td>
<td>0.612770</td>
</tr>
</tbody>
</table>

### Table II

<table>
<thead>
<tr>
<th>Sequence</th>
<th>Time (sec)</th>
<th>Speedup</th>
</tr>
</thead>
<tbody>
<tr>
<td>BasketballPass</td>
<td>3.689823</td>
<td>0.741390</td>
</tr>
<tr>
<td>BQSquare</td>
<td>6.875181</td>
<td>1.396061</td>
</tr>
<tr>
<td>BlowingBubbles</td>
<td>5.130787</td>
<td>1.000368</td>
</tr>
<tr>
<td>RaceHorses</td>
<td>3.222310</td>
<td>0.612770</td>
</tr>
</tbody>
</table>
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